Conversion of HEX ASCII Floating Point Number to Binary IEEE Format

## Summary

The following explains how to convert a HEX ASCII floating point number to binary IEEE format.

## Description

The situation:
We have 8 hex ascii bytes coming from the QED Board, and we need
to convert these to standard IEEE binary format.
Each hex ascii byte represents 4 bits of the QED-
formatted FP number.
The hex ascii character corresponding to the most significant bits
are transmitted first.
QED Format:
least significant 16 bits (0-15): 16-bit mantissa
bits 16-23: signed 2s-complement 8bit exponent
(unbiased)
bits 24-31: sign: 0xFF -> negative; 0x01 -> positive;
00-> zero

## IEEE Format:

least significant 23 bits (0-22): 23-bit mantissa bits 23-30: biased 8bit exponent; actual exponent = \{bits 23~30)-127.
bit 31: sign: $1 \rightarrow$ negative; $0->$ positive
Both formats use the "hidden bit" approach, where the magnitude of the
result equals \{1.mantissa\} * $2^{\wedge}$ exp\};
the sign of the result is given by the sign byte or bit.
The first 2 hex ascii chars represent the sign byte; this is the most significant byte of the QED FP\#. The only valid values are 00,01 , or FF . Any other values represents an error condition ("NAN").

The next 2 hex ascii chars represent the signed 2scomplement exponent of the QED FP\#.

The final 4 hex ascii chars represent the 16 -bit mantissa of the QED FP\#.

We use $C$ pseudo-code to describe the required transformation.
DATA STRUCTURES FOR THE CONVERSION:
Declare the following temporary variables:

```
char Qsign_var;
char Qexponent_var;
char IEEE_sign_var;
char IEEE_exponent_var;
int IEEE_mantissa_var;
```

Initialize the temporary variables to zero before each conversion.

Define the following union and zero it before each conversion
$\{i e$, make_fp.shiftable_fp $=0 ;\}$

```
union
{ struct
    { char sign_exp; // sign bit and 7 bits of exponent
            int mantissa; // lsbit of exponent and 15 msbits of mantissa
            char lower_mantissa; // lowest 8 bits of mantissa
    } fp_parts;
        unsigned long shiftable_fp; // used to zero union, and to do 1-bit shift
        float ieee_fp; // final ieee answer is here
} make_fp;
```

(Here I'm assuming that your machine stores most-significant byte in low memory; this is true for motorola processors, but you'll have to check for vour own application).

## CONVERSION ALGORITHM:

Accept the first 2 hex ascii chars and store the binary value into Qsign_var.

If Qsign_var == 00:
accept the remaining six hex ascii chars;
if all equal 0 :
exit the conversion routine \{result = 32bit zero\}.
If the remaining 6 chars not= zero: declare an error (invalid FP\#) and exit the conversion routine.

Acquire the next 2 hex ascii chars; these represent the 8bit QED exponent.
Store the binary value into Qexponent_var.
Acquire the next 4 hex ascii chars; these represent the 16bit QED mantissa.
Store the binary value into make_fp.fp_parts.mantissa
If Qexponent_var = 0x7F:
Set make_fp.fp_parts.mantissa $=0 \times F F F F$.
Else if QED exponent is in the range $=0 \times 80$ to $0 \times 83$ :

Set make_fp.fp_parts.sign_exp $=0 \times 82$.
\{Will be $0 \times 01$ after we add bias).
Set make_fp.fp_parts.mantissa $=0 \times 0000$.
\{Note: QED exponents in range 80 to 83 map onto +/- 1/ieee.infinity\}

## Endif

make_fp.fp_parts.sign_exp += 0x7F;
// add bias to exponent
make_fp.shiftable_fp >> 1; // shift right 1 bit position

If Qsign_var = 0xFF, shifted_IEEE_FP.sign_exp |= $0 \times 80$.
// set sign bit.
If Qsign_var $=0 \times 01$, shifted_IEEE_FP.sign_exp \&= 0x7F.
// clear sign bit.
Now the floating point number can be referenced as make_fp.ieee_fp

DONE


```
7F CONSTANT EXP.BIAS I offset of exponent for ieee fp format
I must be callable from c
CODE FP QtoC (qed.fp .- ieee.fp )
generātes normalized i eee representations:
I sign bit in msbit (bit 31), bi ased exponent in next 8 bits (23-30);
I mantissa in next 23bits (0-22). zero is al ways positive.
I maps QED fp with exponent = 7F onto +/ -i eee.largest normalized number
I (biased exp. = FF, mant=0)
I maps QED fp with exponent in range 80-83 onto
l ieee exponent = 1, ieee mantissa = 0
    O IND,Y LDD \ A <- sign byte; B <- exponent
    EQ | F,
        RTS
    ENDI F,
    2 IND,Y LDX
    7F | MM CMPB
    EQ | F
                FFFF | MM LDX
    ELSE,
                83 | MM CMPB
                LE | F,
                    82 IMM LDAB I make exponent 82; i eee result wil| be 01
                    O | MM LDX
    I make mantissa 0 for consistent results
                ENDI F
    ENDIF,
    PSHA
    1 IND,Y STX
    3 IND,Y CLR
    EXP.BIAS | MM ADDB
    O IND,Y STAB I exponent + bi as into msbyte of scratch
    CALL - 1
    CALL DSCAL
    I shift right 1 place; msbit gets garbage
    l retrieve sign
    TSTA
    Ml IF, \ if sign byte was FF...
    O IND,Y BSET make it negative
    80 O IND,Y BCLR
    ENDI F,
    RTS
END.CODE
```

```
I must be callable from C
CODE FP_CtoQ ( i eee.fp.. qed.fp )
I converts denormalized numbers to zero; ie if bi ased.exp=0, answer = 0
I we assume input is valid i eee number; NAN (not a number) inputs are
I converted to +/ - infinity depending on sign bit.
I Isbit of mantissa i s not rounded, resulting in up to l | sbit error
I during the conversion. This is less of a problem because we
I are using this conversion only to print strings, not as intermediate
I steps in math operations. All math is done in the high precision ansi format.
    O IND,Y LDD I msbit of A= sign; rest of A and msbit of B=
exponent
        PSHA
        ASLD I A has biased exponent
        TSTA
        EQ IF, I if bi ased exponent = 0, result = 0
            CLRB I we'reconverting denormalized numbers to o also
                    O IND,Y STD
                2 IND,Y STD
                PULA I clear sign byte off rstack
                RTS (0\0 . ) \ done
        ELSE,
            FF |MM CMPA I if bi ased exponent was FF...
            EQ | F,
                I ieee input was a signed infinity
                    CALL FDROP
                    (...)
                    CALL I NFINITY
                    PULA I A<s sign byte
                        TSTA
                        MI IF, CALL FNEGATE if sign was negative...
                            ENDIF,
                            RTS ( +/-infinity \cdots ) I done
                ENDIF,
        ENDI F,
        2 IND,Y LDX I X <- Iowest 16bits of mantissa;B has other 7 bits
                            I if we're here, input is a nonzero normalized number
        MI | F,
            O1 | MM ORAB
        ENDIF
        EXP.BIAS IMM SUBA I unbi as the exponent
        1 IND,Y STAA I put unbiased exponent to dstack
        PULA \ A <- original sign byte
        TSTA
        MI | F,
            FF I MM LDAA
        ELSE,
            01 |MM LDAA
        ENDIF,
        O IND,Y STAA I put sign byte
        XGDX
        ASLD I A has lower 8 bits of QED mantissa
        PSHA
        XGDX I B has top 8 bits of QED mantissa
        2 I ND, Y STAB
        PULA
        3 IND,Y STAA I put mantissa to stack
        RTS (fp\cdots) I done
END.CODE
```
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